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Abstract

Evaluating, monitoring, and improving the effectiveness of project management can contribute to successful acquisition of software systems. According to our empirical studies on a range of software development projects, half of the variation in software project success ratings may be explained by project management effectiveness measurements. To improve the quality of the management, to focus our improvement efforts on the right issues, and to increase the odds of success in software projects, it is essential to measure the effectiveness of software project management. In this paper, we introduce four different approaches for measuring software project management effectiveness. Two of these approaches discussed in this paper were successfully used in the development of a metric for software project management effectiveness. The contribution of this paper is the introduction of these approaches for guiding the researchers for the development of other project management metrics.

1. Introduction

There are various studies reporting the success and failure rates of software projects [2,3,4]. Even with the lowest failure rates reported, the software projects are significantly failing when compared to projects in other fields. In [5], current project management issues in leading project-based industries are listed. Among nine industries, in only software industry column, overruns and poor performance is explicitly listed as an issue among others. The average software project is likely to be six to 12 months behind schedule and 50 to 100 percent over budget [6]. One would expect that our record in software projects should have been much better with all the latest technical advancements in the software engineering body of knowledge. In order to achieve better software project outcomes, we also need significant advances in the software project management field. Therefore, proposals and discussions for applicable and viable theories, models, tools and practices in software project management are important steps in achieving better project outcomes.

Ineffective software project management is among the main reasons for the failures in software projects [7]. In addition, effective project management is a determinant in the success of software projects [7]. DeMarco and Lister state that “For overwhelming majority of the bankrupt projects we studied, there was not a single technological issue to explain the failure.” [8]. Robertson et. al. emphasize that “In several decades of project experience, we have never seen a project fail for technical reasons. It has always been human failures that have caused otherwise good projects grind to a halt.” [9]. Various other studies, researchers and practitioners report similar issues regarding the importance of software project management in the success and failure of software projects [10, 11].

According to Boehm, poor management can increase software costs more rapidly than any other factor. COCOMO [12], a method for software project cost and effort estimation developed by Barry Boehm and his colleagues, does not include project management related factors. Therefore, in COCOMO II [13], the estimation model incorporates some project management related factors such as PCON (personnel continuity) and PMAT (process maturity). We believe, in order to keep the rate of the software cost overruns and schedule slippages down, measuring and therefore improving the quality of project management is an enabler. In addition, such project management metrics can be incorporated to cost estimation techniques yielding better estimates.

According to Morris, “One of the major areas of project management development over the next years, I believe, will be establishing and refining inter-industry metrics for quantifying performance improvements. Much of this work will be IT-related.” [14]. Hyvari investigates the effectiveness
of project management based on four different factors [15]. These factors are organizational structures, technical competency, leadership ability, and the characteristics of an effective project manager. He does not state the reasoning for selecting these factors and whether this is a complete list or not.

According to our empirical studies on a range of software development projects, half of the variation in software project success ratings may be explained by project management effectiveness measurements [1]. To improve the quality of project management, to focus our improvement efforts on the right issues, and to increase the odds of success on software projects, it is essential to measure the effectiveness of software project management. Project management is a complex endeavor and development of a metric for project management effectiveness is clearly not an easy task [1]. However, measurement and evaluation of management effectiveness in software projects opens up a lot of opportunities for improvement.

The motivation for this study was the lack of literature on approaches for measuring the effectiveness of software project management. During the development of a metric for software project management effectiveness [1], it became clear that the first task should be identifying possible solution alternatives. This study is the result of such endeavor.

In this paper, we introduce four approaches for measuring the effectiveness of software project management. We further discuss each approach and present examples of the existing implementations. Two of the approaches discussed in this paper were successfully used in developing a software project management effectiveness metric [1]. The contribution of the paper is the guidance for the development of project management metrics.
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2. Discussion of Approaches

We have identified four different approaches that can be used in the development of methods to measure the effectiveness of software project management. Figure 1 shows these four approaches and corresponding metric types. Each of these approaches is discussed in detail.

### 2.1. Subjective Evaluation

In this approach, the project participant’s perception is used in the evaluation of the project management. This participant may be the project manager, the technical manager, or the developers. Since it is based on the perception of the participant, this is a subjective evaluation. In this approach, the project participant is simply asked to categorize the project management as a success/failure or to rate the project management effectiveness based on a scale. This approach is the simplest one and used in some studies. For example, Osmundson et al. [16] requested the project managers and project developers rate the project’s success based on a scale from 0 to 10 in their study. In another study, Verner and Evanco investigated the project management practices leading to success in in-house software development projects [17]. They analyzed 42 successful and unsuccessful projects based on the senior software practitioners’ categorization of their projects. In his doctoral dissertation, Procaccino used the same approach and his study is based on the view of software practitioners [18].

It is important to point out that even though such an approach is subjective; it is hard to disregard the validity (to some extent) of the project participant’s perception. The practitioners have a sense of what the best practices are and if those are followed or not. However, as Pinto and Slevin [19] pointed out there is a significant risk of mislabeling a project as a success or failure without a well-established set of success criteria. This risk is more significant when the study compares the successful and failed projects based on the subjective evaluation approach. Because when the project is in fact a failure and the participant mislabels it as a success, then this evaluation skews both results such as boosting the success rate and decreasing the failure rate.

Another important consideration is that the measures resulting from this approach do not provide any insight on how to improve the management of the project. Just labeling a software project as a success or a failure without understanding the causes of it, has limited use for practitioners and researchers.

### 2.2. Questionnaire-based Measurement

In this approach, the measurement of project management effectiveness is based on the evaluation of responses to a questionnaire. Questionnaire-based
evaluations are common in management and organizational sociology study areas (for example [20, 21, 22, 23, 24]) because abstract concepts such as teamwork, organizational commitment, communication, leadership etc. are hard to quantitatively analyze.

This approach has been used in the development of a quality management metric for software development [16]. In the study by Osmundson et. al., a questionnaire was developed to investigate which best project management practices are followed to what extend in a software project. Then, based on the responses to the questions, the quality of the project management is measured. They also compared the resulting metric (QMM) with a metric gathered via subjective evaluation discussed in the previous section. The questionnaire investigates four important areas of software project management. They are requirements management, project planning and estimation, risk management and people management [25]. People management is further divided into four areas: Human resources, leadership, communication, technical competency of the program manager. The complete questionnaire instrument included 457 questions. The QMM metric is based on a scale from 0 to 10, 0 being the lowest quality score, and 10 being the highest quality score.

The importance of the QMM study is the focus on the development of a metric for the quality or effectiveness of project management in software projects.

Demir has successfully used this approach in developing a metric for software project management effectiveness [1]. While, QMM study is similar with this research, Demir’s research provides a theoretical framework while incorporating a more comprehensive questionnaire with investigating 15 project management areas. These areas include communication, leadership, teamwork, quality engineering, configuration management etc.

COCOMO II incorporates a process maturity factor (PMAT) as a scale factor to the effort estimate [13]. It is important to note that scale factors affect the effort estimate exponentially. In COCOMO II, this PMAT factor is determined using one of two methods [26]. The first method is based on the SW-CMM rating of the organization when there is one. The second method is used when the organization does not have a SW-CMM rating. The second method uses another rating (Equivalent Process Maturity Level – EPML) which is based on the percentage of compliance for each key process area goal in SW-CMM model. This compliance is (EPML rating) evaluated via the responses to a questionnaire derived from 18 key process areas.

2.3. Metrics-based Measurement

Another approach for measuring the effectiveness of software project management is via the use of other software metrics. For example, metrics such as the number of defects over time, software complexity, requirements stability, staff turnover rate etc. can be used as inputs for a metric model for software project management effectiveness metric. This type of measurement is in fact an indirect measurement. When complex attributes are measured in terms of simpler sub-attributes, this measurement is indirect [27]. Many effort predictions use several levels of indirect measurement [27]. Erdogmus presents a cost-effectiveness indicator for software development. He uses base measures such as nominal output, production effort, rework effort, issue count, staffing profile to derive a breakeven multiple as an indicator aggregating productivity, quality, and staffing needs [28]. This is a good example for this approach in a different context. Wohlin and Maryhauser provide a detailed method for assessing software project success using subjective evaluation factors [29].

In 2007, Systems Engineering Leading Indicators Guide version 1.0 [51] resulted from a project by the Lean Aerospace Initiative, International Council on Systems Engineering (INCOSE), Practical Software and Systems Measurement (PSM), and Systems Engineering Advancement Research Initiative (SEARI). This guide mainly focuses on presenting leading indicators for evaluating the goodness of systems engineering on a program. The guide explains a leading indicator as “a measure for evaluating the effectiveness of how a specific activity is applied on a program in a manner that provides information about impacts that are likely to affect the system performance objectives.” Some of the leading indicators are requirements trends, system definition change backlog trend, risk handling trends, and work product approval trends. While the guide lists and explains a set of leading indicators, it does not provide a guide, method or framework to combine these measures to form an effectiveness measure of systems engineering.

We provide a metric model for such measurement to guide the future researches. The model is presented below:

\[
SPMEM = Measurement \_ function(\sum_{i=1}^{n} w_i m_i)
\]

In the model above, \( m \) is a metric that is hypothesized to relate to the metric for management quality, which is denoted by \( SPMEM \). There can be \( n \) number of metrics. There may also be only one metric and in that case \( n \) equals to 1. Examples of
such metrics may include programmer productivity, defect reduction rate, certain earned value metrics (EVM) etc. \( w_i \) is the weight associated with a certain metric, \( m_i \). Such weights may be required since different metrics may relate to the resulting management quality metric differently. Then these metrics are combined via a measurement function based on the hypothesized metric model.

Above we presented a generalized metric model. Development of a management effectiveness or quality metric for software projects using this approach requires significant research ideally supported with extensive empirical studies.

### 2.4. Model-based Measurement

In this approach, the metrics for effectiveness or quality of the management are derived from models of management of software projects. Currently, this approach is also conceptual and there are no examples implemented. There has not been any attempt to measure the management effectiveness of software projects based on a model of project management.

For quite some time, researchers are focused on developing software development life-cycle methodologies. There are many examples of methodologies such as waterfall, spiral, win-win, rapid prototyping, agile development, SCRUM etc. There is also a field called software process research within the software engineering discipline. Software process research started back in 1980’s through a series of workshops and events. Due to many software application failures, researchers are focused on improving the software process. The assumption is that there is a direct correlation between the quality of the software process and the quality of the software application developed. A good example in the software process research is the development of the CMM series models. An area of software process research is software process modeling. There are a number of Process Modeling Languages (PMLs) developed [30]. Some examples are Process Interchange Format (PIF) [31,32], Process Specification Language (PSL) [33], Unified Process Model (UPM) [34], Core Plan Representation (CPR) [35], Workflow Management Coalition Process Definition (WMC) [36], Architecture of Integrated Information Systems (ARIS) [37]. A review of these PMLs can be found in [38]. In June 2005, Business Process Management Initiative (BPMI) and Object Management Group (OMG) merged their activities and formed the Business Modeling & Integration (BMI) Domain Task Force (DTF). They have developed various standard proposals for different views of process management such as Business Motivation Model (BMM) specification [39], and Business Process Definition Metamodel (BPDM) [40]. Fuggetta [30] pointed out that few (if any) of the proposed PMLs and related Process-centered Software Engineering Environments (PSEE) have been transferred into industrial practice. Fuggetta states that the goal should be to ease the adoption of PMLs. Most of the PMLs are heavily technical and formal. Since these PMLs were not widely adopted, we do not have actual project data based on models developed with these languages. As a result, Pinto stresses the importance of modeling the business, technical, financial, environmental, and other dimensions of the project before committing any significant sources or even before the go-ahead [41]. Jaafari provides a simplified highest-level representation of a project model and lists the ideal requirements for a project model [42]. He stresses that we still have a long way to go in realizing such sophisticated modeling systems. We have developed a simple, visual and formal modeling language called PROMOL for modeling project management [43]. This modeling tool achieves most of the ideal requirements listed by Jaafari. According to Demir, as presented with a theory of project management [1], there are two main concepts in the core of project management. This theory and the project management modeling language, PROMOL, is explained in [42]. Furthermore, the applicability and the scalability of the theory and PROMOL are shown with examples in [49,50]. These two main concepts in project management are activities and entities. An activity is a named process, function or task that occurs over limited time. An entity is something that has a distinct, a separate existence, though it does not need to be a material existence. These two concepts can be used in modeling project managements. Then, the quality or effectiveness of these activities and entities in a project management model can be used as inputs for a metric model for effectiveness of project management. A high-level metric model may be formulated as follows:

\[
SPMEM = \text{Measurement function} \left( \sum_{i=1}^{m} qa_i + \sum_{j=1}^{n} qe_j \right)
\]

In the metric model above, \( qa_i \) is the quality of an activity and \( qe_j \) is the quality of an entity. These activities and entities are the components of a project management model. There can be \( m \) number of activities and \( n \) number of entities in the model that is of interest as inputs for the \( SPMEM \) metric model. The measurement function is a function that combines the quality measures of activities and entities. This function is specific to the metric model and it is defined in the metric model. Different metric
models may require quite different measurement functions. It is important to emphasize that there can be a number of variations of this high-level model. Examples of these variations may be including only activities, or including only entities or basing the metric model to a specific life-cycle development model and deriving the activities and entities from this life-cycle development model.

The success of the model-based measurement will be highly dependent on the representation capability of the project management model. When these project management models are far from satisfactory, then the resulting metric will likely be unsatisfactory.

3. Conclusions and Future Work

According to Evans, Abela and Beltz, the first characteristics of dysfunctional software projects is failure to apply essential project management practices [44]. This is derived from 841 risk events in 280 software projects, 480 out of 841 risk events (57%) in software projects are due to not applying essential project management practices. Jones reports that an analysis of 250 software projects between 1995 and 2004 reveals six major areas effective in successful projects and inadequate in failing projects [7]. They are project planning, project cost estimating, project measurements, project milestone tracking, project change management, project quality control. All of these areas are related to software project management. These studies clearly show the importance of project management in achieving software project success. Therefore, project management metrics are the keys to rationally focus and substantiate the management improvement efforts.

It is important to note the recognized work by Basili and Rombauh on the Goal/Question/Metric (mostly known as GQM approach) approach for development of software metrics [45]. They provide an overall approach on how to develop metrics. First, it is very important to define the goal of the measurement activity. This sets up the context for the measurement. Second, we have to find the right questions for identifying the metrics that are going to be used in the measurement effort. Third, we have to choose or develop the right metrics for achieving the goal. The GQM approach is completely applicable to all of the approaches presented here. The goal referred in GQM is already defined via the context and it is measuring the quality or effectiveness of management of a software project. These approaches help us to refine and ask the right questions. The examples and high-level models presented in the previous section guide us in identifying and combining the necessary metrics.

In [1], we successfully used the first two approaches in developing a metric for gauging the effectiveness of software project management. Again, in another research, the same first two approaches successfully guided the development of another similar metric called Quality Management Metric (QMM) [46] [47] [48].

In this paper, we aimed for:

- A good review of the literature related to the effectiveness measurement of project management
- The introduction of four different approaches for effectiveness measurement for software project management
- The guidance for the development of project management metrics via high-level metric models

Future work may include the development of other project management metrics with the other two approaches and comparing these metrics with the metrics developed in [1] and [46]. Comparison of metrics developed with different approaches may provide direction in improving these metrics for achieving better accuracy and precision in the measurements.

It should be noted that there may be other approaches in addition to the ones discussed here. Identification of other approaches is another line of future work.
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